
General

Infinite loops

Take care to avoid infinite loops. An infinite loop is a loop that never stops executing: in most of the cases it
concerns a while-loop where the statements inside the loop never take care to make the while-condition
False after some time. As an example, take a look at the following code snippet

>>> i = 0
>>> a = 0
>>> while i < 4:
... a += 1

Because the statement a += 1 will never cause the initial value of the variable i to become larger than or
equal to 4, the condition i < 4 will evaluate to True forever.

Tip: If you work with Eclipse, you known that a program that was started is still running if you observe a
red square in the top menu of the Console. If you click the red square, you force the program to stop.

Generators

Exponentiation in Python

Just as Python has operators for addition (+) and multiplication (*), it also has a power operator: **.

>>> 10 ** 2 # the square of 10
100
>>> 2 ** 3 # the cube of 2
8

The frog prince

Premature abortion of loops

In Python you can use the statements break and continue to abort a loop before it has come to completion.
In general, however, these statements are considered bad programming style.

One situation where you may want a premature abortion of a loop occurs when you want to find a solution
by trying all possible cases, and stop as soon as one solution has been found. Instead of using break or
continue in this case, it is better to use an additional Boolean variable that indicates whether or not the
solution has already been found.

>>> found = False
>>> while not found:
... if (solution found): #solution found represents a condition
... found = True
...

As soon as the solution has been found (represented here by the fact that the condition solution found
evaluates to True), the variable found is assigned the value True. As a result, the while-loop ends the next
time the while-conditions is evaluated after the current iteration.

1



Rounding up floats

The math module contains a function ceil that can be used to round up floating point numbers. This
funcions returns an integer.

>>> import math
>>> math.ceil(3.2)
4
>>> math.ceil(3.7)
4

The math module also contains the complementary function floor that can be used to round down floating
point numbers. Use the built-in function round for the classic way of rounding floating point numbers.

Elevator paradox

Specific information

For this assignment it is a good idea to first convert the number of hours and minutes on a 24-hour clock into
a single variable minutes_since_midnight that indicates the number of minutes that has elapsed since the
start of the day (midnight). For example, if time is 15:20, the variable minutes_since_midnight is assigned
the value 15 × 60 + 20 = 920. This makes it a lot easier to increase (or decrease) the timestamp with a fixed
number of minutes m: simply add (subtract) m to the variable minutes_since_midnight.

Using integer division and the modulo operator, the variable minutes_since_midnight can be decomposed
again in the number of hours and minutes on a 24-hour clock.

>>> hours = 15
>>> minutes = 20
>>> minutes_since_midnight = 60 * hours + minutes
>>> minutes_since_midnight
920
>>> minutes_since_midnight += 50 # verhoog aantal minuten met 50
>>> minutes_since_midnight
970
>>> (minutes_since_midnight // 60) % 24 # aantal uren op 24-uursklok
16
>>> minutes_since_midnight % 60 # aantal minuten op 24-uursklok
10

Note that we have added an extra modulo operation (% 24) when deriving the number of hours on a 24-hour
clock. This operation ensures that the derivation still works in case the number of minutes since midnight
exceeds the total number of minutes in a day (24 hours).

Billiards table

Specific information

The easiest way to solve this problem is to simulate the (x, y) coordinate of the billiard ball step by step.
You can do this by keeping track of the position of the ball on the billiards table using two variables x and y.
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The variables x and y are then adjusted by 1 or -1 in each step of the simulation, depending on the direction
in which the ball moves.

After each simulation step you can check whether the ball bounces on a cushion or disappears in a pocket.
If that’s the case, an appropriate output message can be generated. If the ball bounces on a cushion, its
direction changes.
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